**Marks Distribution**

**Project Demonstration (Marks: 4)**

i. Compilation of code without error (Documentation, comment and indentation in the source code must be maintained)

ii. Testing the project with a different set of inputs.

Iii. A set of validation inputs which has been used to test the solution.

**Report (Marks: 7)**

1. Problem Statement:

Write a brief statement of the project in general terms according to the problem description provided. Problem statement should not include any example or detailed description.

1. Algorithm Discussion

A detailed discussion about the algorithm or approach to solve the problem in your own language along with pseudo code / step by step flow and examples.

1. Complexity Analysis

A detailed formal discussion about the designed algorithm’s runtime and memory complexity.

1. Implementation

Proper commenting of the code to indicate a code block’s purpose what it is doing with proper indentation. Focus on important parts of the code.

1. Applications (Bonus)

If you can present any real application scenario that matches with the problem’s goal you will get some additional bonus.

**Presentation (Marks: 2)**

i. Content of your presentation

ii. Presentation skill

**N.B: Any kind of extreme plagiarism if detected will be severely penalized.**

## Problem ID: 1

**Project: Traveling Salesman Problem**

**Difficulty: Medium**

A traveler needs to visit all the cities from a list, where distances between all the cities are known and each city should be visited just once. What is the shortest possible route that he visits each city exactly once and returns to the origin city? Given a set of cities and the cost of travel (or distance) between each possible pair, you have to find the best possible way of visiting all the cities and returning to the starting point that minimizes the travel cost (or travel distance). Consider the following set of cities:
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The problem lies in finding a minimal path passing from all vertices once. For example, the path Path1 {A, B, C, D, E, A} and the path Path2 {A, B, C, E, D, A} pass all the vertices but Path1 has a total length of 24 and Path2 has a total length of 31.

In this project, you have to write a program that solves the traveling salesman problem and shows the best path along with the minimal cost. You should use **Dynamic Programming** or a recursive algorithm based on **Backtracking** approach in this regard as they have the ability to give the same result in far fewer attempts than Brute Force method trials and thus handles the complexity better.

**Input Format:**

In the first line you will be given an integer N denoting the number of cities and another integer E denoting the number of roads. In the following E lines you will be given information about the roads. Each such line will contain three integers u, v and w which indicates that there is a road between city u and v and the cost of traversing that edge is w.

**Output Format:**

For each test case, your program will print two pieces of information. In the first line, it will print the minimum cost and in the following line a valid path that bears that cost satisfying the given constraints of the problem. As the path you will print the nodes according to their traversal order.

## Problem ID: 2

**Project: Hamiltonian Cycle**

**Difficulty: Medium**

A Hamiltonian cycle is a closed loop on a graph where every node is visited exactly once. It is a Hamiltonian Path such that there is an edge from the last vertex to the first vertex of the path. Determine whether a given graph contains Hamiltonian Cycle or not. If it contains, then what is the path?

For example, a Hamiltonian Cycle in the following graph is {0, 1, 2, 4, 3, 0}. There are more Hamiltonian Cycles in the graph like {0, 3, 4, 2, 1, 0}.
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In this project, you have to design a suitable algorithm that finds all the Hamiltonian cycles present in a specific graph and the Hamiltonian path accordingly. You should use **Dynamic Programming** or a recursive algorithm based on **Backtracking** approach in this regard as they have the ability to give the same result in far fewer attempts than Brute Force method trials and thus handles the complexity better.

**Input Format:**

In the first line you will be given an integer N denoting the number of nodes and another integer E denoting the number of edges. In the following E lines you will be given information about the edges. Each such line will contain two integers u and v which indicates that there is an undirected edge between nodes u and v.

**Output Format:**

If the given graph contains at least one hamiltonian cycle, you need to print two lines of output for each test case. In the first line, you need to print a string “YES” and in the second line the set of nodes according to their traversal order that satisfies the given constraint. But if the provided graph does not contain any hamiltonian cycle you need to print a single string “NO”.

## Problem ID: 3

**Project: Graph Coloring Problem**

**Difficulty: Easy**

Graph Coloring problem is to assign colors to certain elements of a graph subject to certain constraints. The problem is, given an undirected graph and a number m, determine if the graph can be coloured with at most m colors such that no two adjacent vertices of the graph are coloured with the same color. Here coloring of a graph means assignment of colors to all vertices. For example,

![](data:image/png;base64,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)![](data:image/png;base64,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)

**Non-coloured Coloured**

The idea is to assign colors one by one to different vertices, starting from the vertex 0. Before assigning a color, check for safety by considering already assigned colors to the adjacent vertices.

In this project, you have to design a suitable algorithm that solves the Graph Coloring problem. Your solution will be able to detect if the given graph can be colored using at most m colors.

You should use a **Greedy** approach or a recursive algorithm based on **Backtracking** approach in this regard as they have the ability to give same result in far fewer attempts than Brute Force method trials and thus handles the complexity better

**Input Format:**

In the first line you will be given an integer N denoting the number of nodes and another integer E denoting the number of edges. In the following E lines you will be given information about the edges. Each such line will contain two integers u and v which indicates that there is an undirected edge between nodes u and v.

**Output Format:**

If the given graph satisfies the coloring constraint (can be colored using at most m colors where the adjacent nodes always bear different colors) you need to print “YES”. Otherwise, you will print “NO”.

## Problem ID: 4

**Project: N-Queen Problem**

**Difficulty: Medium**

The N Queen is the problem of placing N chess queens on an N×N chessboard so that no two queens attack each other. For example, to solve the eight queens puzzle (when N=8), the problem is to place the eight chess queens on an 8×8 chessboard so that no two queens threaten each other. Thus, a solution requires that no two queens share the same row, column, or diagonal. To solve the problem, keep a simple rule: last placed, first displaced. In other words, if you successfully place a queen on the ith column but cannot find a solution for (i+1)th queen, then going backwards you will try to find other admissible solution for the ith queen first. This is a Backtrack approach where you try to build a solution one step at a time. If at some step it becomes clear that the current path that you are on cannot lead to a solution, you go back to the previous step (backtrack) and choose a different path. Briefly, once you exhaust all your options at a certain step you go back.

In this project, you have designed a suitable algorithm that solves the N-queen problem and shows all possible placements of N queens. You have to use a Backtrackingalgorithm in this regard. You should not use **Brute Force** as using it will increase the runtime and complexity with the increasing value of N.

**Input Format:**

Number of queens or the value of N.

**Output Format:**

All possible placements of the queens. You can show it using matrix. For each possible arrangement it will be a (8 x 8) output containing 0 or 1. 1 at a particular position indicates that, in this arrangement there lies a queen where 0 means the absence of queen in that position.

## Problem ID: 5

**Project: Optimal Polygon Triangulation**

**Difficulty: Hard**

A polygon is a two-dimensional closed shape defined by connections between points or vertices.A triangulation of a polygon can be thought of as a set of chords that divide the polygon into triangles such that no two chords intersect (except possibly at a vertex). It can be formed by drawing diagonals between non-adjacent vertices such that the diagonals never intersect. The cost of a triangulation is sum of the weights of its component triangles. Weight of each triangle is its perimeter (sum of lengths of all sides). An optimal triangulation is one that minimizes some cost function of the triangles.

The idea is to divide the polygon into three parts: a single triangle, the sub-polygon to the left, and the sub-polygon to the right. Try all possible divisions like this until you find the one that minimizes the cost of the triangle plus the cost of the triangulation of the two sub-polygons. You can get the cost of triangulation of the two sub-polygons recursively. The base case of the recursion is a line segment (i.e., a polygon with zero area), which has cost 0.
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In this project, you have to design a suitable algorithm implementing the Optimal Polygon Triangulation. Show the triangulations along with the minimal cost. You should use **Dynamic Programming** in this regard. Avoid using **Brute Force** as it may take exponential time, while dynamic programming is much faster in comparison.

**Input Format:**

In the first line, you will be given N denoting the number of points or co-ordinates the polygon has. In the following N lines you will be given information about the points in each line having two coordinates, xi and yi  ,1<=i<=N. You can construct the polygon by connecting points (xi , yi) and (xi+1 , yi+1). By connecting the last two coordinate points, (xN-1 , yN-1) and (x1 , y1) you can complete the polygon.

**Output Format:**

For each test case, there will be a single line of output printing the minimum cost to conduct optimal polygon triangulation for the given polygon.

## Problem ID: 6

**Project: Optimal Binary Search Tree**

**Difficulty: Hard**

Crispher is a very good coder. After reading anything he tries to implement it in code. About a week ago he was reading about Optimal Binary Search tree. Now he wants to implement it in the code but he finds some problem to do it. His solution was greedy as well as complexity was high. So he wants someone who has good knowledge in Algorithms and knows how to minimize complexity. He stated the problem as below:

Given a sorted array keys [0... n-1] of search keys and an array freq[0... n-1] of frequency counts, where freq[i] is the number of searches to keys[i]. Construct an optimal binary search tree (BST) of all keys such that the total cost of all the searches is as small as possible. For example:

The cost of a BST is the summation of all the nodes’ cost where each node’s cost denotes its level multiplied by its frequency.

| Input: keys[] = {10, 12, 20}, freq[] = {34, 8, 50} |
| --- |
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Use a Dynamic Programming (DP) based approach to find the optimal solution of the above stated problem. Keep in mind that Brute Force solution is not allowed.

**Input Format:**

In the first line you will be given an integer N denoting the number of keys. In the first following line you will get N sorted values denoting the keys and in the second following line, you will be given N values denoting the frequency of each key.

**Output**  **Format:**

For each test case there will be a single output denoting the minimum cost of the constructed optimal binary search tree from the given input set.

## Problem ID: 7

**Project: Johnson’s Algorithm**

**Difficulty: Medium**

Johnson’s algorithm is a way to find the shortest paths between all pairs of vertices in a sparse, edge-weighted, directed graph. It allows some of the edge weights to be negative numbers, but no negative-weight cycles may exist. It works by using the Bellman–Ford algorithm to compute a transformation of the input graph that removes all negative weights, allowing Dijkstra's algorithm to be used on the transformed graph.

In this project, you have to v that finds shortest paths between every pair of vertices in a given weighted directed Graph where weights may be negative as well using by implementing **Johnson’s Algorithm**. You should not use Brute Force as it may increase the complexity and runtime of the program.

**Input Format:**

In the first line you will be given an integer N denoting the number of nodes and another integer E denoting the number of edges. In the following E lines you will be given information about the directed edges. Each such line will contain three integers u, v and w which indicates that there is a directed from u to v and the cost of traversing that edge is w. The graph may contain negative weights for edges.

**Output Format:**

If the graph contains negative cycle(s) the program will print a single line “Negative cycle exists”. Otherwise the graph will print all the shortest path distances in the form of u, v, w denoting the minimum cost to reach v from u is w. The printing will maintain lexicographic order of the nodes, e.g, first distances from node 1, then node 2, then node 3 and so on.

## Problem ID: 8

**Project: Sequence Alignment Problem**

**Difficulty: Medium**

In bioinformatics, a sequence alignment is a way of arranging the sequences of DNA, RNA, or protein to identify regions of similarity that may be a consequence of functional, structural, or evolutionary relationships between the sequences. It is a fundamental problem in Biological Science.

Given as an input two strings, X = x1 x2....xm, and Y = y1 y2....ym, output the alignment of the strings, character by character, so that the net penalty is minimized. The penalty is calculated as:

1. A penalty of Pgap occurs if a gap is inserted between the strings.

2. A penalty of Pxy occurs for miss-matching the characters of X and Y.

**For Example**:

**Test Case 1:** Input: X = CG, Y = CA, p\_gap = 3, p\_xy = 7

Output: X = CG\_, Y = C\_A, Total penalty = 6

**Test Case 2:** Input: X = AGGGCT, Y = AGGCA, p\_gap = 3, p\_xy = 2 Output: X = AGGGCT, Y = A\_GGCA, Total penalty = 5

**Test Case 3:** Input: X = CG, Y = CA, p\_gap = 3, p\_xy = 5

Output: X = CG, Y = CA, Total penalty = 5

Write a program to find the maximum match of the given strings. Use Dynamic programming to solve the problem. Keep in mind that Brute Force solution is not allowed.

**Discussion of a test case:**

**Input:**

String 1 = "AGCAGTGT";

String 2 = "ACGTATC";

**Output:**

Minimum penalty aligning two problem is: 9

Aligned as:

AGCAGTGT\_

A\_C\_GTATC

**Input Format:**

As input in the first line, you will be given two strings S1 and S2.

**Output Format:**

For each input there will be three lines of output. First line will contain the minimum penalty to align two strings. In the second line, the aligned condition of S1 and in the third line the aligned condition of S2. ‘\_’ means there is a gap induced. The final length of S1 and S2 will be same.

## Problem ID: 9

**Project: Clique Problem**

**Difficulty: Hard**

The Clique problem is the computational problem of finding cliques (subsets of vertices, all adjacent to each other, also called complete subgraphs) in a graph. It has several different formulations depending on which cliques, and what information about the cliques, should be found. Common formulations of the clique problem include finding a maximum clique (a clique with the largest possible number of vertices), finding a maximum weight clique in a weighted graph, listing all maximal cliques (cliques that cannot be enlarged), and solving the decision problem of testing whether a graph contains a clique larger than a given size.

In this project, you have to design a suitable algorithm to find the cliques of a given size in a graph. You should not use Brute Force as it may affect the complexity and runtime of the program.

**Input Format:**

In the first line you will be given an integer N denoting the number of nodes and another integer E denoting the number of edges. In the following E lines you will be given information about the edges. Each such line will contain two integers u and v which indicates that there is an edge between nodes u and v.

After all the edges’ information, you will be given another integer K denoting the clique size.

**Output Format:**

You need to print all the cliques of size K found in the given graph. Print each clique’s information in separate lines. For each clique, print the nodes’ numbers according to their ascending order of ids.

## Problem ID: 10

**Project: Strongly Connected Graph (SCC) to Direct Acyclic Graph (DAG)**

**Difficulty: Medium**

In this problem, you will be given a directed unweighted graph which may contain many cycles. From this given graph, you need to find the strongly connected components (SCC). The **strongly connected components** (**SCC**) of a directed graph are its maximal strongly connected subgraphs. After discovering the SCCs, you also need to construct the directed acyclic graph (DAG) found from this given graph. It is important to note that, by connecting the edges lying between two SCCs, you get a DAG. An example is shown in the given problem.

**Input Format:**

In the first line you will be given an integer N denoting the number of nodes and another integer E denoting the number of edges. In the following E lines you will be given information about the edges. Each such line will contain two integers u and v which indicates that there is an edge from node u to v.

**Output Format:**

As output for each test case, first you need to print the number of SCC components found in the given graph. Let the number be n. In the following n lines you will provide the description of each SCC. Line i will contain the information about the ith SCC. Description of each SCC means which nodes comprise the SCC.

After printing the SCCs you will focus on DAG. In the first following line after print the SCCs you will print the number of edges of the DAG. Let the number be e. So, in the e following lines you will print the information about the edges of the DAG where each line will contain two integer values u and v denoting that from the uth SCC there is an edge to vth SCC.
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From the figure shown above, the output will be as follows,

| 2  1: 1 2 3  2: 4 5 6  1  1 -> 2 |
| --- |

## Problem ID: 11

**Project:Multiple Shortest Path Printing**

**Difficulty: Medium**

In this problem, you will be given a directed weighted graph containing no negative cycles. You will be given a source node S from which you will calculate the distance to another destination node V which will also be given. In this problem the edge weight denotes the to be covered distance between two nodes by traversing through that edge. Here, you also need to find the path that will help you to reach the destination. As there can be multiple paths, to reach a destination, your solution needs to be able to find all the shortest paths or routes. For this problem, you can safely assume that, there will not be be more than 10 shortest paths between any two nodes.

This problem can be solved using modified dijkstra. In the algorithm of dijkstra we use D[v] to denote a node's distance from the source. Here you can use two dimensional array to solve this problem (D[v][p]) where the array will hold the shortest distance of v from the source in path number p. In the similar fashion using 2D array you can also save multiple paths’ parent nodes information.

**Input Format:**

In the first line you will be given an integer N denoting the number of nodes and another integer E denoting the number of edges. In the following E lines you will be given information about the edges. Each such line will contain two integers u and v which indicates that there is an edge from node u to v. After the graph’s information you will be given two nodes U and V denoting the source and destination vertex respectively.

**Output Format:**

In the first line, you need to print the minimum distance between U and V. In the following line, you will print the number of shortest paths or routes found between U and V that give the same minimum distance. Let the number be e. In the e following lines you will print the intermediate nodes to reach the V from S excluding V and S.

## Problem ID: 12

**Project: Maximum Sum Interval**

**Difficulty: Easy**

The maximum subarray problem is the task of finding the contiguous subarray within a one dimensional array of numbers which has the largest sum. The list usually contains both positive and negative numbers along with 0. Some properties of this problem are:

1. If the array contains all non-positive numbers, then the solution is the number in the array with the smallest magnitude.

2. If the array contains all non-negative numbers, then the problem is trivial and the maximum sum is the sum of all the elements in the list.

3. An empty sets not valid.

4. There can be multiple different sub-arrays that achieve the same maximum sum to the problem.

For example, in the array [-5, 6, 7, 1, 4, -8, 16], the maximum sum is 26. That is because adding 6 + 7 + 1 + 4 + -8 + 16 gives us 26.

In this project, you have to design a suitable algorithm to find the maximum sum interval for a given array. You can use **Divide and Conquer** or **Dynamic Programming** or **AD Hoc** approachesin this regard. You should not use Brute Force as it may affect the complexity and runtime of the program.

**Input:**

An array with n number of index.

**Output:**

The maximum sum interval for the given array.

## Problem ID: 13

**Project: Matrix Chain Multiplication**

**Difficulty: Easy**

Given a sequence of matrices, find the most efficient way to multiply these matrices together. However, the problem is not actually to perform the multiplications, rather you have to decide in which order the multiplications should be performed.

Since matrix multiplication is associative, there are so many options to multiply a chain of matrices. In other words, no matter how we parenthesize the product, **the result will be the same**. For example, if we had four matrices A, B, C, and D, we would have:

| A(BCD) = (AB)(CD) = (ABC)D = ....... |
| --- |

However, the order in which we parenthesize the product **affects the number of simple arithmetic operations** needed to compute the product, or the efficiency. For example, suppose A is a 10 × 30 matrix, B is a 30 × 5 matrix, and C is a 5 × 60 matrix. Then,

| 1. (AB)C = (10×30×5) + (10×5×60) = 1500 + 3000 = 4500 operations  2.A(BC) = (30×5×60) + (10×30×60) = 9000 + 18000 = 27000 operations. |
| --- |

Clearly the first parameterization requires less number of operations.

Use Dynamic Programming (DP) approach to find the best association such that the result is obtained with the minimum number of arithmetic operations. You also need to print the association order of how the matrix is multiplied, e.g, ((AB)C) , (A(BC)), etc. You will be given the matrix information as input, each matrix’s row and column information.

## Problem ID: 14

**Project: Articulation Point and Bridges**

**Difficulty: Easy**

In this problem, you will be given an undirected unweighted graph. You need to design an algorithm that will calculate all the articulation points and bridges found in this graph. A node becomes an Articulation point when by removing this node and the edges connected to it, the number of connected components of the graph increases. Similarly an articulation bridge denotes an edge where by removing this edge the number of connected components of the graph increases.

**Input Format:**

In the first line you will be given an integer N denoting the number of nodes and another integer E denoting the number of edges. In the following E lines you will be given information about the edges. Each such line will contain two integers u and v which indicates that there is an undirected edge between nodes u and v.

**Output Format:**

In the first line you will print an integer number n denoting the number of articulation points found in the given graph. In the following line, you will print n nodes where each node will denote an articulation node’s vertex.

After printing the articulation points, you will print another integer e which will denote the number of articulation bridges. In the following e lines, you will print e articulation bridges where each line will have two integer values u and v denoting an edge between nodes u and v.

## Problem ID: 15

**Project: Closest Pair of Points**

**Difficulty: Medium**

Here, we are going to win a war using sound theory and algorithm.

In a war, two countries are participating, country A and country B. A is planning to launch missiles on B to destroy each of their army camps. Now, A knows the location of each army camp of B as a 2D coordinate (x,y). When a missile attacks a place, it creates a huge sound. So, they are trying to optimize here by designing such a missile that will create very less sound.

In this regard, they are planning to calculate all pair distances for each army camp. T**heir goal is to find the minimum pair distance among them**. They are going to design a missile in such a way so that the sound it creates will be so milder that it would not reach the minimum distance even. For this, the other camps will not be informed early and they can take them by surprise and full power.

Now, to solve this problem, you are going to write a divide and conquer based algorithm that will calculate the minimum pair distance found among all the pair distances.
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**Input**:

An array of N, 2D coordinates in the plane.

**Output**:

The smallest distance found between any pair of points in the given array.